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SharpTongue Deploys Clever Mail-Stealing Browser
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July 28, 2022

by Paul Rascagneres, Thomas Lancaster, Volexity Threat Research

Volexity tracks a variety of threat actors to provide unique insights and actionable information to its Threat
Intelligence customers. One frequently encountered—that often results in forensics investigations on
compromised systems—is tracked by Volexity as SharpTongue. This actor is believed to be North
Korean in origin and is often publicly referred to under the name Kimsuky. The definition of which threat
activity comprises Kimsuky is a matter of debate amongst threat intelligence analysts. Some publications
refer to North Korean threat activity as Kimsuky that Volexity tracks under other group names and does
not map back to SharpTongue. Volexity frequently observes SharpTongue targeting and victimizing
individuals working for organizations in the United States, Europe and South Korea who work on topics
involving North Korea, nuclear issues, weapons systems, and other matters of strategic interest to North
Korea.

SharpTongue's toolset is well documented in public sources; the most recent English-language post
covering this toolset was published by Huntress in 2021. The list of tools and techniques described in that
post are consistent with what Volexity has commonly seen for years. However, in September 2021,
Volexity began observing an interesting, undocumented malware family used by SharpTongue. Within the
last year, Volexity has responded to multiple incidents involving SharpTongue and, in most cases, has
discovered a malicious Google Chrome or Microsoft Edge extension Volexity calls “SHARPEXT”.

https://www.volexity.com/blog/2022/07/28/sharptongue-deploys-clever-mail-stealing-browser-extension-sharpext/
https://www.volexity.com/services-overview/threat-intelligence/
https://malpedia.caad.fkie.fraunhofer.de/actor/kimsuky
https://www.huntress.com/blog/targeted-apt-activity-babyshark-is-out-for-blood
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SHARPEXT differs from previously documented extensions used by the "Kimsuky" actor, in that it does
not try to steal usernames and passwords. Rather, the malware directly inspects and exfiltrates data from
a victim's webmail account as they browse it. Since its discovery, the extension has evolved and is
currently at version 3.0, based on the internal versioning system. It supports three web browsers and
theft of mail from both Gmail and AOL webmail.

This blog post describes how SHARPEXT works, how the extension is loaded into browsers, and how the
different components work together.

(Note: The information is this post is available to Volexity Threat Intelligence customers in TIB-20210917
and TIB-20220616.)

Installation & Browser Preferences Modification

SHARPEXT is a malicious browser extension deployed by SharpTongue following successful
compromise of a target system. In the first versions of SHARPEXT investigated by Volexity, the malware
only supported Google Chrome. The latest version (3.0 based on the internal versioning) supports three
browsers (Figure 1):

Chrome
Edge
Whale

Figure 1. Supported process names in version 3.0 of SHARPEXT indicating supported browsers for
extension deployment

The first two browsers are commonly used around the world, but the third browser, “Whale”, is less well
known. Whale is developed by Naver, a company located in South Korea; it is used almost exclusively by
people from South Korea. All three browsers are based on the Chromium engine, so this additional
support likely did not require substantial additional development by the attacker.

Prior to deploying SHARPEXT, the attacker manually exfiltrates files required to install the extension
(explained below) from the infected workstation. SHARPEXT is then manually installed by an attacker-
written VBS script. The workflow of the installation script is as follows:

1. Download supporting files:
The malicious browser extension files
Browser configuration files
Additional scripts (pow.ps1 and dev.ps1) to ensure the extension is loaded

2. Run the setup script (pow.ps1).

The full contents of the VBScript are shown in Figure 2.

https://www.cisa.gov/uscert/ncas/alerts/aa20-301a
https://whale.naver.com/en/
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Figure 2. Deployment script used to download and install the malicious extension

The first executed script (pow.ps1) kills the current browser process and replaces the “Preferences” and
“Secure Preferences” files with those retrieved from the command-and-control (C2) server. The Secure
Preferences file contains a known-good state of the user’s profile information. Upon startup of Chromium-
based browsers, if the Preferences files do not match the loaded configuration, the current configuration
will be replaced by the contents of the Secure Preferences file. The Chromium engine has a built-in
mechanism that requires the Secure Preferences file contains a valid "super_mac" value to prevent
manual editing of this file. The process to create a valid Secure Preferences file outside of the browser is
not well documented, but the following resources provide an overview of the principles required:

An explanatory post by security company AdLice, explaining how malicious extensions are
sometimes installed
A 2020 paper published by students at Chalmers University in Sweden
A Russian-language forum post containing a Perl script explaining how to generate a valid
super_mac value

In summary, the following information must be gathered by the attacker to generate a file that will be
accepted by Chromium-based browsers:

A copy of the resources.pak file from the browser (which contains the HMAC seed used by
Chrome)
The user S-ID value
The original Preferences and Secure Preferences files from the user’s system

The attacker uses these files to create new Secure Preferences and Preferences files which will be
accepted by the browser upon deployment (and retain the existing settings configured by the user,
avoiding any confusion on the users’ part). Figure 3 shows the new content added to Secure Preferences
to load the extension and its parameters.

https://superuser.com/questions/1173339/what-is-the-difference-between-preference-and-secure-preference-file-in-google-c
https://www.adlice.com/google-chrome-secure-preferences/
https://www.cse.chalmers.se/~andrei/cans20.pdf
https://kaimi.io/2015/04/google-chrome-and-secure-preferences/
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Figure 3. New extension data added to the Secure Preferences file

With the modified preferences files in place, the browser will automatically load the malicious extension
located in folder “%APPDATA%\Roaming\AF”. The extension mostly relies on the "DevTools"
permission, which is set in the extension's settings (see Figure 1).

The second PowerShell script (dev.ps1) is described in the next section.

Component #1: PowerShell Script to Enable DevTools
The second PowerShell script deployed by the installer, dev.ps1, is used to enable DevTools within the
browser tab accessed by the user. The script runs in an infinite loop checking for processes associated
with the targeted browsers. If any targeted browsers are found running, the script checks the title of the
tab for a specific keyword (for example “05101190”, or “Tab+” depending on the SHARPEXT version).
The specific keyword is inserted into the title by the malicious extension when an active tab changes or
when a page is loaded. Then, the script uses a handle to the foreground window to send keystrokes, as
shown in Figure 4.
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Figure 4. Keystrokes sent by dev.ps1 to Chromium-based browsers

The keystrokes sent are equivalent to Control+Shift+J, the shortcut to enable the DevTools panel.
Lastly, the PowerShell script hides the newly opened DevTools window by using the ShowWindow() API 
and the SW_HIDE flag. At the end of this process, DevTools is enabled on the active tab, but the window
is hidden.

In addition, this script is used to hide any windows that could alert the victim. Microsoft Edge, for
example, periodically displays a warning message to the user (Figure 5) if extensions are running in
developer mode. The script constantly checks if this window appears and hides it by using the
ShowWindow() and the SW_HIDE flag.

Figure 5. Warning message displayed by Microsoft Edge when SHARPEXT is loaded

Component #2: DevTools Module
The DevTools module is composed of two files: dev.html (automatically loading each time DevTools is
enabled) and dev.js (loaded by dev.html). The purpose of the module is to send two types of messages to
the component #3 (described in the next section):

“inspect” message: the module sends the tab ID of the current tab; the purpose is to maintain an
internal list of the monitored tabs.

https://docs.microsoft.com/en-us/windows/win32/api/winuser/nf-winuser-showwindow
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“packet” message: the module performs the checks shown in the Figure 6; it sends any matching
request and body to be parsed and exfiltrated.

Figure 6. Filter to identify relevant requests

Component #3: Chromium Listeners
The main functionality of the SHARPEXT extension is located in a file named “bg.js” in the root directory.
In earlier versions, the functionality was included directly in the extension. In newer versions, however,
most of the code is stored on the C2 server; it is downloaded and passed to an eval() statement at the
point of execution. This technique of loading the functionality from the C2 at runtime has two main
benefits to the attacker:

1. It allows the attacker to dynamically update extension code without deploying new code to the
infected machine.

2. There is not much obviously malicious code present in the extension itself. This means it is less
likely to be detected as malicious by antivirus scanning engines.

The internal mechanism of the extension can be divided into two parts:

1. Add listeners when a tab is activated and when a web page is loaded.
2. Add a listener on runtime messages.

Each part is further described below.

Tabs listeners

The purpose of the tabs listeners is to change the window title of the active tab in order to add the
keyword used by dev.ps1, the PowerShell script described previously. The code appends the keyword to
the existing title (“05101190” or “Tab+”, depending on the version). The keyword is removed when
DevTools is enabled on the tab.

Runtime Messages Listener

https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/eval
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The runtime messages listener is used to handle the message sent by the DevTools module described in
the previous section. The extension can receive two types of messages:

“inspect”: the listener received the tab ID to be inspected
“packet”: the listener received the content of the response request

The “inspect” message is used to maintain a list of monitored tabs via the DevTools API. The “packet”
message is used to parse the response of the targeted websites. The first versions of the malicious
extension encountered by Volexity only supported Gmail accounts. The latest version supports both
Gmail and AOL mail accounts.

The purpose of the response parsing is to steal email and attachments from a user's mailbox. The
extension can generate web requests to download additional email from the web page. An example of
AOL request to retrieve additional emails is shown in Figure 7.

Figure 7. AOL requests

The malicious extension can perform the following requests:

HTTP POST Data Description

mode=list
List previously collected email from the victim to ensure duplicates are
not uploaded. This list is continuously updated as SHARPEXT
executes.

mode=domain List email domains with which the victim has previously communicated.
This list is continuously updated as SHARPEXT executes.

mode=black Collect a blacklist of email senders that should be ignored when
collecting email from the victim.

mode=newD&d=[data] Add a domain to the list of all domains viewed by the victim.
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HTTP POST Data Description
mode=attach&name=
[data]&idx=[data]&body=
[data]

Upload a new attachment to the remote server.

mode=new&mid=
[data]&mbody=[data] Upload Gmail data to the remote server.

mode=attlist Commented by the attacker; receive an attachments list to be
exfiltrated.

mode=new_aol&mid=
[data]&mbody=[data] Upload AOL data to the remote server.

SHARPEXT uses several global variables to maintain knowledge of its current state and prevent
duplication of stolen data. Information stored in these variables includes, but is not limited to, the
following:

Lists of email addresses to ignore
Lists of email already stolen
Lists of the monitored tabs
Lists of previously exfiltrated attachments

A summary of the orchestration of the different SHARPEXT components is given in Figure 8:

Figure 8. SHARPEXT process workflow

Conclusion & Mitigations
The use of malicious browser extensions by North Korean threat actors is not new; this tactic has
typically been used to infect users as part of the delivery phase of an attack. However, this is the first time
Volexity has observed malicious browser extensions used as part of the post-exploitation phase of a
compromise. By stealing email data in the context of a user's already-logged-in session, the attack is
hidden from the email provider, making detection very challenging. Similarly, the way in which the

https://www.tripwire.com/state-of-security/security-data-protection/malicious-chrome-extension-which-sloppily-spied-on-academics-believed-to-originate-from-north-korea/
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extension works means suspicious activity would not be logged in a user's email “account activity” status
page, were they to review it.

Deployment of SHARPEXT is highly customized, as the attacker must first gain access to the victim’s
original browser Security Preferences file. This file is then modified and used to deploy the malicious
extension. Volexity has observed SharpTongue deploying SHARPEXT against targets for well over a
year; and, in each case, a dedicated folder for the infected user is created containing the required files for
the extension.

Volexity has followed the evolution of SHARPEXT due to several engagements handled by its incident
response team. When Volexity first encountered SHARPEXT, it seemed to be a tool in early development
containing numerous bugs, an indication the tool was immature. The latest updates and ongoing
maintenance demonstrate the attacker is achieving its goals, finding value in continuing to refine it.
Volexity’s own visibility shows the extension has been quite successful, as logs obtained by Volexity show
the attacker was able to successfully steal thousands of emails from multiple victims through the
malware's deployment.

To generically detect and investigate attacks such as these, Volexity recommends the following:

Because PowerShell played a key role in the setup and installation of the malware, enabling and
analyzing the results of PowerShell ScriptBlock logging could be useful for identification and triage
of malicious activity.
Security teams responsible for defending highly targeted users by this threat actor may consider
periodically reviewing installed extensions on machines of high risk users to identify those not
available on the Chrome Web Store or loaded from unusual paths.

To prevent these specific attacks, Volexity recommends the following:

Use the YARA rules here to detect related activity.
Block the IOCs listed here.

If you suspect you have been targeted by SharpTongue, please feel free to contact Volexity.

https://docs.microsoft.com/en-us/powershell/module/microsoft.powershell.core/about/about_logging_windows?view=powershell-7.2
https://github.com/volexity/threat-intel/blob/main/2022/2022-07-28%20SharpTongue%20SharpTongue%20Deploys%20Clever%20Mail-Stealing%20Browser%20Extension%20SHARPEXT/yara.yar
https://github.com/volexity/threat-intel/blob/main/2022/2022-07-28%20SharpTongue%20SharpTongue%20Deploys%20Clever%20Mail-Stealing%20Browser%20Extension%20SHARPEXT/indicators.csv
https://www.volexity.com/company/contact/

